**RAJALAKSHMI ENGINEERING COLLEGE**

**An Autonomous Institution, Affiliated to Anna University Rajalakshmi Nagar, Thandalam – 602 105**

![](data:image/jpeg;base64,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)

**DEPARTMENT OF COMPUTER SCIENCE AND ENGINEERING**

|  |
| --- |
| **CS23231 – DATA STRUCTURES**  **(*Regulation 2023*)** |
| **LAB MANUAL** |

**Name**

: . . . Amala Encilin T. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .

**Register No**.

: . . . . . . . . 231801009. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .

**Year / Branch / Section** : . . . . . .I year/AIDS/A . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .

**Semester**

: . . . . . . . . . . . . . . . . . II. . . . . . . . . . . . . . . . . . . . . . . . . . . .

**Academic Year**

: . . . . . . 2023-2024. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .

**LESSON PLAN**

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| **Course Code** | **Course Title**  **(Laboratory Integrated Theory Course)** | **L** | **T** | **P** | **C** |
| **CS23231** | **Data Structures** | **3** | **0** | **4** | **5** |

|  |  |
| --- | --- |
| **LIST OF EXPERIMENTS** | |
| **Sl. No** | **Name of the experiment** |
| Week 1 | Implementation of Single Linked List (Insertion, Deletion and Display) |
| Week 2 | Implementation of Doubly Linked List (Insertion, Deletion and Display) |
| Week 3 | Applications of Singly Linked List (Polynomial Manipulation) |
| Week 4 | Implementation of Stack using Array and Linked List implementation |
| Week 5 | Applications of Stack (Infix to Postfix) |
| Week 6 | Applications of Stack (Evaluating Arithmetic Expression) |
| Week 7 | Implementation of Queue using Array and Linked List implementation |
| Week 8 | Implementation of Binary Search Tree |
| Week 9 | Performing Tree Traversal Techniques |
| Week 10 | Implementation of AVL Tree |
| Week 11 | Performing Topological Sorting |
| Week 12 | Implementation of BFS, DFS |
| Week 13 | Implementation of Prim’s Algorithm |
| Week 14 | Implementation of Dijkstra’s Algorithm |
| Week 15 | Program to perform Sorting |
| Week 16 | Implementation of Open Addressing (Linear Probing and Quadratic Probing) |
| Week 17 | Implementation of Rehashing |

**INDEX**

|  |  |  |
| --- | --- | --- |
| **S. No.** | **Name of the Experiment** | **Expt. Date** |
| 1 | Implementation of Single Linked List (Insertion, Deletion and Display) | 28/02/2024 |
| 2 | Implementation of Doubly Linked List (Insertion, Deletion and Display) | 06/03/2024 |
| 3 | Applications of Singly Linked List (Polynomial Manipulation) | 13/03/2024 |
| 4 | Implementation of Stack using Array and Linked List implementation | 20/03/2024 |
| 5 | Applications of Stack (Infix to Postfix) | 27/03/2024 |
| 6 | Applications of Stack (Evaluating Arithmetic Expression) | 08/04/2024 |
| 7 | Implementation of Queue using Array and Linked List implementation | 10/04/2024 |
| 8 | Performing Tree Traversal Techniques | 17/04/2024 |
| 9 | Implementation of Binary Search Tree | 08/05/2024 |
| 10 | Implementation of AVL Tree | 08/05/2024 |
| 11 | Implementation of BFS, DFS | 15/05/2024 |
| 12 | Performing Topological Sorting | 15/05/2024 |
| 13 | Implementation of Prim’s Algorithm | 22/05/2024 |
| 14 | Implementation of Dijkstra’s Algorithm | 22/05/2024 |
| 15 | Program to perform Sorting | 29/05/2024 |
| 16 | Implementation of Collision Resolution Techniques | 29/05/2024 |

|  |  |  |
| --- | --- | --- |
| Ex. No.:1 | **Implementation of Single Linked List** | Date:28/02/2024 |

**Write a C program to implement the following operations on Singly Linked List.**

1. **Insert a node in the beginning of a list.**
2. **Insert a node after P**
3. **Insert a node at the end of a list**
4. **Find an element in a list**
5. **FindNext**
6. **FindPrevious**
7. **isLast**
8. **isEmpty**
9. **Delete a node in the beginning of a list.**
10. **Delete a node after P**
11. **Delete a node at the end of a list**
12. **Delete the List**

**Algorithm:**

**STEP 1: start**

**STEP 2:**Define a structure to represent a node in the linked list. Each node should contain a data field to hold the value and a pointer field to point to the next node.

**STEP 3:**Write a function to create a new node with a given data value. This function should allocate memory for the node, set its data field, and initialize its next pointer to NULL.

**STEP 4:**Write a function to insert a new node at the beginning of the linked list. This function should take the address of the head pointer and the data value to be inserted. It should create a new node, set its next pointer to the current head, and update the head pointer to point to the new node.

**STEP 5:**Write a function to insert a new node at the end of the linked list. This function should traverse the list until it reaches the last node, then create a new node with the given data value and add it after the last node.

**STEP 6**: Write a function to delete a node with a given data value from the linked list. This function should handle cases where the node to be deleted is the first node, an intermediate node, or the last node in the list.

**STEP 7**: Write a function to search for a given data value in the linked list. This function should traverse the list, comparing each node's data value with the target value until it finds a match or reaches the end of the list.

**STEP 8:**Write a function to traverse the entire linked list and print its elements. This function should start from the head node and iterate through each node, printing its data value until it reaches the end of the list.

**STEP 9 :stop**

**Program:**

#include <stdio.h>

#include<malloc.h>

void createfnode(int ele);

void insertfront(int ele);

void insertend(int ele);

void display();

//type declaration of a node

struct node

{

    int data;

    struct node\* next;

};

struct node\* head = NULL;

struct node \*newnode;

void insertfront(int ele)

 {

 newnode=(struct node\*)malloc(sizeof(struct node));

 if(newnode!=NULL)

 { newnode->data=ele;

     if(head!=NULL)

     {

        newnode->next=head;

        head=newnode;

     }

     else

     {

         newnode->next=NULL;

         head=newnode;

     }

  }

  }

   void insertend(int ele)

  {

    newnode=(struct node\*)malloc(sizeof(struct node));

    if(newnode!=NULL)

    {

        newnode->data=ele;

        newnode->next=NULL;

     if(head!=NULL)

     {

         struct node \*t;

         t=head;

         while(t->next!=NULL)

         {

             t=t->next;

         }

        newnode->next=NULL;

        t->next=newnode;

     }

     else

     {

         head=newnode;

     }

  }

  }

  int listsize()

  {

      int c=0;

      struct node \*t;

      t=head;

      while(t!=NULL)

      {

          c=c+1;

          t=t->next;

      }

      printf("\n The size of the list is %d:\n",c);

      return c;

  }

  void insertpos(int ele,int pos)

  {

     int ls=0;

     ls=listsize();

     if(head == NULL && (pos <= 0 || pos > 1))

    {

        printf("\nInvalid position to insert a node\n");

        return;

    }

    if(head != NULL && (pos <= 0 || pos > ls))

    {

        printf("\nInvalid position to insert a node\n");

        return;

    }

     struct node\* newnode = NULL;

   newnode=(struct node\*)malloc(sizeof(struct node));

    if(newnode != NULL)

    {

        newnode->data=ele;

        struct node\* temp = head;

        int count = 1;

        while(count < pos-1)

        {

            temp = temp -> next;

            count += 1;

        }

        if(pos == 1)

        {

            newnode->next = head;

            head = newnode;

        }

        else

        {

            newnode->next = temp->next;

            temp->next = newnode;

        }

    }

}

void findnext(int s)

{

    struct node \*temp;

    temp=head;

    if(temp==NULL&&temp->next==NULL)

    {

        printf("No next element ");

    }

    else

    {

        while(temp->data!=s)

        {

            temp=temp->next;

        }

                printf("\nNext Element of %d is %d\n",s,temp->next->data);

    }

}

void findprev(int s)

{

    struct node \*temp;

    temp=head;

    if(temp==NULL)

    {

        printf("List is empty ");

    }

    else

    {

        while(temp->next->data!=s)

        {

            temp=temp->next;

          }

          printf("\n The previous ele of %d is %d\n",s,temp->data);

    }

}

void find(int s)

{

    struct node \*temp;

    temp=head;

    if(head==NULL)

    {

        printf("\n List is empty");

    }

    else

    {

            while(temp->data!=s && temp->next!=NULL)

            {

                temp=temp->next;

            }

            if(temp!=NULL && temp->data==s)

            {

      printf("\n Searching ele %d is present in the addr of %p",temp->data,temp);

    }

    else

    {

        printf("\n Searching elem %d is not present",s);

    }

}

}

void isempty()

{

    if(head==NULL)

    {

        printf("\nList is empty\n");

    }

    else

    {

        printf("\nList is not empty\n");

    }

}

void deleteAtBeginning()

{

    struct node \*t;

      t=head;

      head=t->next;

}

void deleteAtEnd()

{

    struct node \*temp;

    temp=head;

    if(head==NULL)

    {

        printf("\n List is empty");

    }

    else

    {

            while(temp->next->next!=NULL)

            {

                temp=temp->next;

            }

           temp->next=NULL;

    }

}

  void display()

  {

      struct node \*t;

      t=head;

      while(t!=NULL)

      {

          printf("%d\t",t->data);

          t=t->next;

      }

  }

  void delete(int ele)

{

    struct node \*t;

    t=head;

    if(t->data==ele)

    {

        head=t->next;

    }

    else

    {

    while(t->next->data!=ele)

    {

        t=t->next;

    }

    t->next=t->next->next;

 }

}

int main()

{

    do

    {

    int ch,a,pos;

    printf("\n Choose any one operation that you would like to perform\n");

    printf("\n 1.Insert the element at the beginning");

    printf("\n 2.Insert the element at the end");

    printf("\n 3. To insert at the specified position");

    printf("\n 4. To view list");

    printf("\n 5.To view list size");

    printf("\n 6.To delete first element");

    printf("\n 7.To delete last element");

    printf("\n 8.To find next element");

    printf("\n 9. To find previous element");

    printf("\n 10. To find search for an element");

    printf("\n 11. To quit");

    printf("\n Enter your choice\n");

    scanf("%d",&ch);

        switch(ch)

        {

        case 1:

        printf("\n Insert an element to be inserted at the beginning\n");

        scanf("%d",&a);

        insertfront(a);

        break;

        case 2:

         printf("\n Insert an element to be inserted at the End\n");

        scanf("%d",&a);

        insertend(a);

        break;

        case 3:

         printf("\n Insert an element and the position to insert in the list\n");

        scanf("%d%d",&a,&pos);

        insertpos(a,pos);

        break;

        case 4:

        display();

        break;

        case 5:

        listsize();

        break;

        case 6:

        printf("\n Delete an element to be in the beginning\n");

        deleteAtBeginning();

        break;

        case 7:

        printf("\n Delete an element to be at the end\n");

        deleteAtEnd();

        break;

        case  8:

        printf("\n enter the element to which you need to find next ele in the list\n");;

        scanf("%d",&a);

        findnext(a);

        break;

        case 9:

        printf("\n enter the element to which you need to find prev ele in the list\n");;

        scanf("%d",&a);

        findprev(a);

        break;

        case 10:

        printf("\n enter the element to find the address of it\n");;

        scanf("%d",&a);

        find(a);

        break;

        case 11:

        printf("Ended");

           exit(0);

        default:

        printf("Invalid option is chosen so the process is quit");

        }

    }while(1);

 return 0;

}

OUTPUT
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| Ex. No.:2 | **Implementation of Doubly Linked List** | Date:06/03/2024 |

**Write a C program to implement the following operations on Doubly Linked List.**

1. **Insertion**
2. **Deletion**
3. **Search**
4. **Display**

**Algorithm:**

**Step1:start**

**Step 2:**Specify the structure of a list node.

Step 3 :Declare a variable to maintain track of the list's head node.

Step 4:Create a new node by implementing a function.

Step5:Create a function to add a new node to the list.

Step6:Create a function to remove a node from the list.

Step7:stop

**Program:**

#include<stdio.h>  
#include<stdlib.h>  
struct node  
{  
        struct node \*prev;  
        int data;  
        struct node \*next;  
};  
struct node \*createnode(int data)  
{  
        struct node \*newnode=malloc(sizeof(struct node));  
        newnode->prev=NULL;  
        newnode->data=data;  
        newnode->next=NULL;  
        return newnode;  
}  
struct node \*addToBeginning(struct node \*head,int data)  
{  
        struct node \*newnode=createnode(data);  
        if(head!=NULL)  
        {  
                head->prev=head;  
        }  
        newnode->next=head;  
        return newnode;  
}  
struct node \*addToEnd(struct node \*head,int data)  
{  
        struct node \*newnode=createnode(data);  
        if(head==NULL)  
        {  
                return newnode;  
        }  
        struct node \*temp=head;  
        while(temp->next!=NULL)  
        {  
                temp=temp->next;  
        }  
        temp->next=newnode;  
        newnode->prev=temp;  
        return head;  
}  
struct node \*addToMiddle(struct node \*head,int pos,int data)  
{  
        if(head==NULL||pos<=0)  
        {  
                printf("Invalid position\n");  
                return head;  
        }

        struct node \*newnode=createnode(data);  
        struct node \*temp=head;

        while(pos>1 && temp->next!=NULL)  
        {  
                temp=temp->next;  
                pos--;  
        }  
        newnode->next=temp->next;  
        newnode->prev=temp;  
        if(temp->next!=NULL)  
        {  
                temp->next->prev=newnode;  
        }

 temp->next=newnode;  
        return head;  
}  
struct node \*deleteFromBeginning(struct node \*head)  
{  
        if(head==NULL)  
        {  
                printf("List is empty\n");  
                return NULL;  
        }  
        struct node \*temp=head;  
        head=head->next;  
        if(head!=NULL)  
        {  
                head->prev=NULL;  
        }  
        free(temp);  
        return head;  
}  
struct node \*deleteFromEnd(struct node \*head)  
{  
        if(head==NULL)  
        {  
                printf("List is empty\n");  
                return NULL;  
        }  
        struct node \*temp=head;  
        while(temp->next!=NULL)  
        {  
                temp=temp->next;  
        }  
        if(temp->prev!=NULL)  
        {  
                temp->prev->next=NULL;  
        }  
        free(temp);  
        return head;  
}

struct node \*deleteFromMiddle(struct node \*head,int pos)  
{  
        if(head==NULL)  
        {  
                printf("List is empty\n");

                return NULL;  
        }  
        struct node \*temp=head;  
        while(pos>1 && temp->next!=NULL)  
        {  
                temp=temp->next;  
                pos--;  
        }  
        if(temp==head)  
        {  
                head=deleteFromBeginning(head);  
        }  
        else if(temp->next==NULL)  
        {  
                head=deleteFromEnd(head);  
        }  
        else

 {  
                temp->prev->next=temp->next;  
                temp->next->prev=temp->prev;  
                free(temp);  
        }  
        return head;  
}  
void printList(struct node \*head)  
{  
        struct node \*temp=head;  
        while(temp!=NULL)  
        {  
                printf("%d",temp->data);  
                temp=temp->next;  
        }  
        printf("NULL\n");  
}  
struct node \*findElement(struct node \*head,int key)  
{  
        struct node \*current=head;  
        while(current!=NULL)  
        {  
                if(current!=NULL)  
                {  
                        printf("Element %d found in the list\n",key);  
                        return current;  
                }  
                current=current->next;  
        }

        printf("Element not found");  
        return NULL;  
}  
int main()  
{  
        struct node \*head=NULL;  
        int choice,data,pos;  
        printf("\n1.Add to beginning");  
        printf("\n2.Add to end");  
        printf("\n3.Add to middle");  
        printf("\n4.Delete from beginning");  
        printf("\n5.Delete from end");  
        printf("\n6.Delete from middle");  
        printf("\n7.Search element");  
        printf("\n8.Dispaly");  
        printf("\n9.Exit");  
        while(1)  
        {  
                printf("\nEnter your choice: ");  
                scanf("%d",&choice);  
                switch(choice)  
                {  
                        case 1:  
                                {  
                                printf("Enter data: ");  
                                scanf("%d",&data);  
                                head=addToBeginning(head,data);  
                                break;  
                                }  
                        case 2:  
                                {

 {  
                                printf("Enter data: ");  
                                scanf("%d",&data);  
                                head=addToEnd(head,data);  
                                break;  
                                }  
                        case 3:  
                                {  
                                printf("Enter position: ");  
                                scanf("%d",&pos);  
                                printf("\nEnter data: ");  
                                scanf("%d",&data);  
                                head=addToMiddle(head,pos,data);  
                                break;  
                                }  
                        case 4:  
                                {  
                                head=deleteFromBeginning(head);  
                                break;  
                                }  
                        case 5:

                                {  
                                head=deleteFromEnd(head);  
                                break;  
                                }  
                        case 6:  
                                {  
                                printf("Enter position: ");  
                                scanf("%d",&pos);  
                                head=deleteFromMiddle(head,pos);  
                                break;  
                                }  
                        case 7:  
                                {  
                                printf("Enter element: ");  
                                scanf("%d",&data);  
                                head=findElement(head,data);  
                                break;  
                                }  
                        case 8:  
                                {  
                                printf("List:");  
                                printList(head);  
                                break;  
                                }  
                        case 9:  
                                {  
                                exit(0);  
                                }  
                        default:  
                                {  
                                printf("Invalid choice\n");  
                                }  
                }  
                return 0;  
        }  
}

Output

![](data:image/png;base64,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)

|  |  |  |
| --- | --- | --- |
| Ex. No.:3 | **Polynomial Manipulation** | Date:13/03/2024 |

**Write a C program to implement the following operations on Singly Linked List.**

1. **Polynomial Addition**
2. **Polynomial Subtraction**
3. **Polynomial Multiplication**

**Algorithm:**

Step1:start

Step 2:Create a Node structure with:int coeff (coefficient)int pow (power/exponent)struct Node\* next (pointer to the next node)

step 3:Create a Polynomial structure with: Node\* head (pointer to the first node)

step 4:Define a function Node\* createNode(int coeff, int pow):Allocate memory for a new node using malloc.Set the coeff and pow fields.Initialize the next pointer to NULL.return the new node.

Step 5:Define a function void insertNode(Polynomial\* poly, int coeff, int pow):Create a new node using createNode.If the polynomial is empty or the new node's power is greater than the head's power:Set the new node's next pointer to the current head.Update the head to the new node.Otherwise, traverse the list to find the correct position:nsert the new node maintaining the order of powers.

Step 6:Define a function Polynomial addPolynomials(Polynomial\* poly1, Polynomial\* poly2):Initialize a result polynomial.Use two pointers to traverse both input polynomials.

Step7:While traversing both lists:If powers are equal, add coefficients and insert the sum into the result polynomial.If one power is greater, insert the corresponding node into the result polynomial and move the pointer.Append remaining nodes from the non-exhausted polynomial.

Step8:Define a function Polynomial multiplyPolynomials(Polynomial\* poly1, Polynomial\* poly2):Initialize a result polynomial.For each term in the first polynomial, multiply by each term in the second polynomial.Insert the product term into the result polynomial:combine like terms (terms with the same power).

Step9:Define a function void printPolynomial(Polynomial\* poly):Initialize a pointer to the head of the polynomial.Traverse the list:rint each term in the format coeff\*x^pow.Move to the next node.

Step10:stop

PROGRAM:

**Polynomial Addition**

#include <stdio.h>

#include <stdlib.h>

struct node

{

int coeff;

int pow;

struct node \*Next;

};

 struct node \*Poly1,\*Poly2,\*Result;

void Create(struct node \*List);

void Display(struct node \*List);

void Addition(struct node \*Poly1,struct node \*Poly2,struct node \*Result);

int main()

{

Poly1=(struct node\*)malloc(sizeof(struct node));

Poly2=(struct node\*)malloc(sizeof(struct node));

Result=(struct node\*)malloc(sizeof(struct node));

Poly1->Next = NULL;

Poly2->Next = NULL;

printf("Enter the values for first polynomial :\n");

Create(Poly1);

printf("The polynomial equation is : ");

Display(Poly1);

printf("\nEnter the values for second polynomial :\n");

Create(Poly2);

printf("The polynomial equation is : ");

Display(Poly2);

Addition(Poly1, Poly2, Result);

printf("\nThe polynomial equation addition result is : ");

Display(Result);

return 0;

}

void Create(struct node \*List)

{

int choice;

struct node \*Position, \*NewNode;

Position = List;

do

{

NewNode = malloc(sizeof(struct node));

printf("Enter the coefficient : ");

scanf("%d", &NewNode->coeff);

printf("Enter the power : ");

scanf("%d", &NewNode->pow);

NewNode->Next = NULL;

Position->Next = NewNode;

Position = NewNode;

printf("Enter 1 to continue : ");

scanf("%d", &choice);

} while(choice == 1);

}

void Display(struct node \*List)

{

struct node \*Position;

Position = List->Next;

while(Position != NULL)

{

printf("%dx^%d", Position->coeff, Position->pow);

Position = Position->Next;

if(Position != NULL && Position->coeff > 0)

{

printf("+");

}

}

}

void Addition(struct node \*Poly1, struct node \*Poly2, struct node \*Result)

{

struct node \*Position;

struct node \*NewNode;

Poly1 = Poly1->Next;

Poly2 = Poly2->Next;

Result->Next = NULL;

Position = Result;

while(Poly1 != NULL && Poly2 != NULL)

{

NewNode = malloc(sizeof(struct node));

if(Poly1->pow == Poly2->pow)

{

NewNode->coeff = Poly1->coeff + Poly2->coeff;

NewNode->pow = Poly1->pow;

Poly1 = Poly1->Next;

Poly2 = Poly2->Next;

}

else if(Poly1->pow > Poly2->pow)

{

NewNode->coeff = Poly1->coeff;

NewNode->pow = Poly1->pow;

Poly1 = Poly1->Next;

}

else if(Poly1->pow < Poly2->pow)

{

NewNode->coeff = Poly2->coeff;

NewNode->pow = Poly2->pow;

Poly2 = Poly2->Next;

}

NewNode->Next = NULL;

Position->Next = NewNode;

Position = NewNode;

}

while(Poly1 != NULL || Poly2 != NULL)

{

NewNode = malloc(sizeof(struct node));

if(Poly1 != NULL)

{

NewNode->coeff = Poly1->coeff;

NewNode->pow = Poly1->pow;

Poly1 = Poly1->Next;

}

if(Poly2 != NULL)

{

NewNode->coeff = Poly2->coeff;

NewNode->pow = Poly2->pow;

Poly2 = Poly2->Next;

}

NewNode->Next = NULL;

Position->Next = NewNode;

Position = NewNode;

}

}

**Program 2:**

#include<stdio.h>

#include<stdlib.h>

struct node

{

    int coeff;

    int expo;

    struct node \*next;

};

struct node\* insert(struct node \*head,int co,int exp)

{

    struct node \*temp;

    struct node \*newnode=malloc(sizeof(struct node));

    newnode->coeff=co;

    newnode->expo=exp;

    newnode->next=NULL;

    if(head==NULL || exp>head->expo)

    {

        newnode->next=head;

        head=newnode;

    }

    else

    {

        temp=head;

        while(temp->next!=NULL &&temp->next->expo>=exp)

            temp=temp->next;

        newnode->next=temp->next;

        temp->next=newnode;

    }

    return head;

}

struct node\* create(struct node \*head)

{

    int n,i;

    int coeff;

    int expo;

    printf("Enter the no of terms:");

    scanf("%d",&n);

    for(i=0;i<n;i++)

    {

        printf("Enter the coeefficient for term %d:",i+1);

        scanf("%d",&coeff);

        printf("Enter the exponent for term %d:",i+1);

        scanf("%d",&expo);

        head=insert(head,coeff,expo);

    }

    return head;

}

    void print(struct node\* head)

    {

        if(head==NULL)

            printf("No Polynomial");

        else

        {

            struct node \*temp=head;

            while(temp!=NULL)

            {

                printf("%dx^%d",temp->coeff,temp->expo);

                temp=temp->next;

                if(temp!=NULL)

                    printf("+");

                else

                    printf("\n");

            }

        }

    }

    void polyAdd(struct node \*head1, struct node \*head2)

    {

        struct node \*ptr1=head1;

        struct node \*ptr2=head2;

        struct node \*head3=NULL;

        while(ptr1!=NULL && ptr2!=NULL)

        {

            if(ptr1->expo == ptr2->expo)

            {

            head3=insert(head3,ptr1->coeff+ptr2->coeff,ptr1->expo);

                ptr1=ptr1->next;

                ptr2=ptr2->next;

            }

            else if(ptr1->expo > ptr2->expo)

            {

                head3=insert(head3,ptr1->coeff,ptr1->expo);

                ptr1=ptr1->next;

            }

            else if(ptr1->expo < ptr2->expo)

            {

                head3=insert(head3,ptr2->coeff,ptr2->expo);

                ptr2=ptr2->next;

            }

        }

        while(ptr1!=NULL)

        {

            head3=insert(head3,ptr1->coeff,ptr1->expo);

            ptr1=ptr1->next;

        }

        while(ptr2!=NULL)

        {

            head3=insert(head3,ptr2->coeff,ptr2->expo);

            ptr2=ptr2->next;

        }

       printf("Added Polynomial is: ") ;

       print(head3);

    }

    int main()

    {

        struct node \*head1=NULL;

        struct node \*head2=NULL;

        printf("Enter first polynomial\n");

        head1=create(head1);

        printf("Enter second polynomial\n");

        head2=create(head2);

        polyAdd(head1,head2);

        return 0;

    }

OUTPUT
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**Write a C program to implement a stack using Array and linked List implementation and execute the following operation on stack.**

1. **Push an element into a stack**
2. **Pop an element from a stack**
3. **Return the Top most element from a stack**
4. **Display the elements in a stack**

**Algorithm:**

Step 1: Start the program. Step 2: For Push operation, check for stack overflow

Step 3: If Top>=N then print stack overflow else increment Top and insert the

            element.

Step 4: For Pop operation, check for underflow of the stack.

Step 5: If Top=0 then print stack underflow else decrement Top and delete the

           element

Step 6: Stop the program.

PROGRAM:

#include <stdio.h>

#include <stdlib.h>

struct Node

{

int Data;

struct Node \*next;

}\*top;

void popStack()

{

struct Node \*temp, \*var=top;

if(var==top)

{

top = top->next;

free(var);

}

else

printf("\nStack Empty");

}

void push(int value)

{

struct Node \*temp;

temp=(struct Node \*)malloc(sizeof(struct Node));

temp->Data=value;

if (top == NULL)

{

top=temp;

top->next=NULL;

}

else

{

temp->next=top;

top=temp;

}

}

void display()

{

struct Node \*var=top;

if(var!=NULL)

{

printf("\nElements are as:\n");

while(var!=NULL)

{

printf("\t%d\n",var->Data);

var=var->next;

}

printf("\n");

}

else

printf("\nStack is Empty");

}

int main()

{

int i=0;

top=NULL;

clrscr();

printf(" \n1. Push to stack");

printf(" \n2. Pop from Stack");

printf(" \n3. Display data of Stack");

printf(" \n4. Exit\n");

while(1)

{

printf(" \nChoose Option: ");

scanf("%d",&i);

switch(i)

{

case 1:

{

int value;

printf("\nEnter a value to push into Stack: ");

scanf("%d",&value);

push(value);

break;

}

case 2:

{

popStack();

printf("\n The last element is popped");

break;

}

case 3:

{

display();

break;

}

case 4:

{

struct Node \*temp;

while(top!=NULL)

{

temp = top->next;

free(top);

top=temp;

}

exit(0);

}

default:

{

printf("\nwrong choice for operation");

}}}}

Implementation of Stack using Array

#include<stdio.h>

int stack[100],choice,n,top,x,i;

void push(void);

void pop(void);

void display(void);

int main()

{

    top=-1;

    printf("\n Enter the size of STACK[MAX=100]:");

    scanf("%d",&n);

    printf("\n\t STACK OPERATIONS USING ARRAY");

    printf("\n\t--------------------------------");

    printf("\n\t 1.PUSH\n\t 2.POP\n\t 3.DISPLAY\n\t 4.EXIT");

    do

    {

        printf("\n Enter the Choice:");

        scanf("%d",&choice);

        switch(choice)

        {

            case 1:

            {

                push();

                break;

            }

            case 2:

            {

                pop();

                break;

            }

            case 3:

            {

                display();

                break;

            }

            case 4:

            {

                printf("\n\t EXIT POINT ");

                break;

            }

            default:

            {

                printf ("\n\t Please Enter a Valid Choice(1/2/3/4)");

            }

        }

    }

    while(choice!=4);

    return 0;

}

void push()

{

    if(top>=n-1)

    {

        printf("\n\tSTACK is over flow");

    }

    else

    {

        printf(" Enter a value to be pushed:");

        scanf("%d",&x);

        top++;

        stack[top]=x;

    }

}

void pop()

{

    if(top<=-1)

    {

        printf("\n\t Stack is under flow");

    }

    else

    {

        printf("\n\t The popped elements is %d",stack[top]);

        top--;

    }

}

void display()

{

    if(top>=0)

    {

        printf("\n The elements in STACK \n");

        for(i=top; i>=0; i--)

            printf("\n%d",stack[i]);

        printf("\n Press Next Choice");

    }

    else

    {

        printf("\n The STACK is empty");

    }

}

OUTPUT
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|  |  |  |
| --- | --- | --- |
| Ex. No.:5 | **Infix to Postfix Conversion** | Date:27/03/2024 |

**Write a C program to perform infix to postfix conversion using stack.**

**Algorithm:**

Step 1: Start the program.

Step 2: Get the infix expression as input.

Step 3: Read the input from left to right.

Step 4: If the input is operand then place it in the postfix expression.

Step 5: Else if the input symbol is an operator then check for the operator type and

also the precedence, pop entries from the stack and place them in the

postfix expression until the lowest priority operator is encountered.

Step 6: ‘(‘symbol will be popped from stack only when we get a ‘)’ symbol.

Step 7: When the input is completely read then pop the elements in stack until it

becomes empty.

 Step 8: Display the postfix expression.

Step 9: Stop the program.

PROGRAM:

#include<stdio.h>

#include<conio.h>

#include<alloc.h>

int top=0,st[20];

char inf[40],post[40];

void postfix();

void push(int);

char pop();

void main()

{

clrscr();

printf("Enter the infix expression:");

scanf("%s",inf);

postfix();

getch();

}

void postfix()

{int i,j=0;

for(i=0;inf[i]!=0;i++)

{switch(inf[i])

{

case '+':while(st[top]>=1)

post[j++]=pop();

push(1);

break;

case '-':while(st[top]>=1)

post[j++]=pop();

push(2);

break;

case '\*':while(st[top]>=3)

post[j++]=pop();

push(3);

break;

case '/':while(st[top]>=4)

post[j++]=pop();

push(4);

break;

case '^':

post[j++]=pop();

push(5);

break;

case '(':push(0);

break;

case ')':while(st[top]!=0)

post[j++]=pop();

top--;

break;

default:

post[j++]=inf[i];

}}

while(top>0)

post[j++]=pop();

printf("\nPostfix expression is =>\n\t\t%s",post);

}void push(int ele)

{

top++;

st[top]=ele;

}char pop()

{int el;

char e;

el=st[top];

top--;

switch(el)

{case 1:

e='+';

break;

case 2:

e='-';

break;

case 3:

e='\*';

break;

case 4:

e='/';

break;

case 5:

e='^';

break;

}return(e);

}

OUTPUT

**![](data:image/png;base64,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)**

|  |  |  |
| --- | --- | --- |
| Ex. No.:6 | **Evaluating Arithmetic Expression** | Date:03/04/2024 |

**Write a C program to evaluate Arithmetic expression using stack.**

**Algorithm:**

Step 1: Start the program.

Step 2: Read the postfix expression from left to right

Step 3: If the symbol read is an operand then push it onto the stack

Step 4: If the operator is read POP two operands and perform arithmetic

operations if operator is

+ then result=operand 1 + operand 2

- then result=operand 1 - operand 2

\* then result=operand 1 \* operand 2

/ then result=operand 1 / operand 2

Step 5: Push the result onto the stack

Step 6: Repeat steps 2-5 till the postfix expression is not over

Step 7: Stop the program.

PROGRAM:

#include <stdio.h>

#include <string.h>

int top = -1;

int stack[100];

void push (int data) {

stack[++top] = data;

}

int pop () {

int data;

if (top == -1)

return -1;

data = stack[top];

stack[top] = 0;

top--;

return (data);

}

int main()

 {

char str[100];

int i, data = -1, operand1, operand2, result;

printf("Enter ur postfix expression:");

fgets(str, 100, stdin);

for (i = 0; i < strlen(str); i++)

 {

if (isdigit(str[i]))

{

data = (data == -1) ? 0 : data;

data = (data \* 10) + (str[i] - 48);

continue;

}

if (data != -1)

 {

push(data);

}

if (str[i] == '+' || str[i] == '-'|| str[i] == '\*' || str[i] == '/')

{

operand2 = pop();

operand1 = pop();

if (operand1 == -1 || operand2 == -1)

break;

switch (str[i])

{

case '+':

result = operand1 + operand2;

push(result);

break;

case '-':

result = operand1 - operand2;

push(result);

break;

case '\*':

result = operand1 \* operand2;

push(result);

break;

case '/':

result = operand1 / operand2;

push(result);

break;

}

}

data = -1;

}

if (top == 0)

printf("The answer is:%d\n", stack[top]);

else

printf("u have given wrong postfix expression\n");

return 0;

}

OUTPUT

![](data:image/png;base64,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)

|  |  |  |
| --- | --- | --- |
| Ex. No.:7 | **Implementation of Queue using Array and Linked List Implementation** | Date:10/04/2024 |

**Write a C program to implement a Queue using Array and linked List implementation and execute the following operation on stack.**

1. **Enqueue**
2. **Dequeue**
3. **Display the elements in a Queue**

**Algorithm:**

Step 1: Start the program.

Step 2: For queue insertion operation, check for queue overflow

Step 3: If R>=N then print queue overflow else increment rear pointer and insert

            the element.

Step 4: For queue deletion operation, check for underflow of the queue.

Step 5: If F=0 then print queue underflow else delete the element and increment

            the front pointer

Step 6: Stop the program

PROGRAM:

#include<stdio.h >

#include<conio.h >

#include<alloc.h >

struct queue

{

int data;

struct queue \*next;

};

struct queue \*addq(struct queue \*front);

struct queue \*delq(struct queue \*front);

void main()

{

struct queue \*front;

int reply,option,data;

clrscr();

front=NULL;

do

{

printf("\n1.addq");

printf("\n2.delq");

printf("\n3.exit");

printf("\nSelect the option");

scanf("%d",&option);

switch(option)

{

case 1 : //addq

front=addq(front);

printf("\n The element is added into the queue");

break;

case 2 : //delq

front=delq(front);

break;

case 3 : exit(0);

}

}while(1);

}

struct queue \*addq(struct queue \*front)

{

struct queue \*c,\*r;

//create new node

c=(struct queue\*)malloc(sizeof(struct queue));

if(c==NULL)

{

printf("Insufficient memory");

return(front);

}

//read an insert value from console

printf("\nEnter data");

scanf("%d",&c->data);

c->next=NULL;

if(front==NULL)

{

front=c;

}

else

{

//insert new node after last node

r=front;

while(r->next!=NULL)

{

r=r->next;

}}

return(front);

}

struct queue \*delq(struct queue \*front)

{

struct queue \*c;

if(front==NULL)

{

printf("Queue is empty");

return(front);

}

//print the content of first node

printf("Deleted data:%d",front->data);

//delete first node

c=front;

front=front->next;

free(c);

return(front);

}

OUTPUT:

**![](data:image/png;base64,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)**

|  |  |  |
| --- | --- | --- |
| Ex. No.:8 | **Tree Traversal** | Date:17/04/2024 |

**Write a C program to implement a Binary tree and perform the following tree traversal operation.**

1. **Inorder Traversal**
2. **Preorder Traversal**
3. **Postorder Traversal**

**Algorithm:**

**Step 1:start**

Step2: Return the root node value. Traverse the left subtree by recursively calling the pre-order function. Traverse the right subtree by recursively calling the pre-order function.

Step 3: Traverse the left subtree by recursively calling the in-order function. Return the root node value. Traverse the right subtree by recursively calling the in-order function.

Step4: Traverse the left subtree by recursively calling the post-order function. Traverse the right subtree by recursively calling the post-order function. Return the root node value.

Step 5: stop

**PROGRAM:**

#include <stdio.h>

#include <stdlib.h>

struct node {

    int element;

    struct node\* left;

    struct node\* right;

};

struct node\* createNode(int val)

{

    struct node\* Node = (struct node\*)malloc(sizeof(struct node));

    Node->element = val;

    Node->left = NULL;

    Node->right = NULL;

    return (Node);

}

void traversePreorder(struct node\* root)

{

    if (root == NULL)

        return;

    printf(" %d ", root->element);

    traversePreorder(root->left);

    traversePreorder(root->right);

}

void traverseInorder(struct node\* root)

{

    if (root == NULL)

        return;

    traverseInorder(root->left);

    printf(" %d ", root->element);

    traverseInorder(root->right);

}

 void traversePostorder(struct node\* root)

{

    if (root == NULL)

        return;

    traversePostorder(root->left);

    traversePostorder(root->right);

    printf(" %d ", root->element);

}

int main()

{

    struct node\* root = createNode(36);

    root->left = createNode(26);

    root->right = createNode(46);

    root->left->left = createNode(21);

    root->left->right = createNode(31);

    root->left->left->left = createNode(11);

    root->left->left->right = createNode(24);

    root->right->left = createNode(41);

    root->right->right = createNode(56);

    root->right->right->left = createNode(51);

    root->right->right->right = createNode(66);

    printf("\n The Preorder traversal of given binary tree is -\n");

    traversePreorder(root);

    printf("\n The Inorder traversal of given binary tree is -\n");

    traverseInorder(root);

    printf("\n The Postorder traversal of given binary tree is -\n");

    traversePostorder(root);

    return 0;

}

OUTPUT:

|  |  |  |
| --- | --- | --- |
| Ex No:9 | **Implementation of Binary Search tree** | Date:08/05/2024 |

**Write a C program to implement a Binary Search Tree and perform the following operations.**

1. **Insert**
2. **Delete**
3. **Search**
4. **Display**

**Algorithm:**

ALGORITHM:

Step1:start

Step 2:Create a Node structure with:int data ,Node\* left ,Node\* right

Step 3:Define a BST structure with: Node\* root

Step 4:Define a function Node\* createNode(int data):,Allocate memory for a new node using malloc.,Set the data field,Initialize left and right pointers to NULL.,Return the new node.

Step 5:Define a function Node\* insertNode(Node\* root, int data):If root is NULL, create and return a new node,If data is less than root->data, recursively insert in the left subtree,If data is greater than root->data, recursively insert in the right subtree.,Return the root

Step 6:Define a function Node\* searchNode(Node\* root, int data):If root is NULL or root->data is data, return root.,If data is less than root->data, recursively search in the left subtree.,If data is greater than root->data, recursively search in the right subtree.,Return the result.

Step 7:Define a function Node\* findMin(Node\* root):Traverse the left subtree until left is NULL.,Return the node.

Step 8:Define a function Node\* deleteNode(Node\* root, int data):If root is NULL, return root.,If data is less than root->data, recursively delete in the left subtree.,If data is greater than root->data, recursively delete in the right subtree.,If data is equal to root->data:,If the node has no children, return NULL.,If the node has one child, return the non-NULL child.,If the node has two children:,Find the minimum node in the right subtree.,Replace root->data with the minimum node's data.,Recursively delete the minimum node in the right subtree.,Return the root.

Step9:stop

PROGRAM:

#include <stdio.h>

#include <stdlib.h>

struct BinaryTreeNode {

    int key;

    struct BinaryTreeNode \*left, \*right;

};

struct BinaryTreeNode\* newNodeCreate(int value)

{

    struct BinaryTreeNode\* temp

        = (struct BinaryTreeNode\*)malloc(

            sizeof(struct BinaryTreeNode));

    temp->key = value;

    temp->left = temp->right = NULL;

    return temp;

}

struct BinaryTreeNode\*

searchNode(struct BinaryTreeNode\* root, int target)

{

    if (root == NULL || root->key == target) {

        return root;

    }

    if (root->key < target) {

        return searchNode(root->right, target);

    }

    return searchNode(root->left, target);

}

struct BinaryTreeNode\*

insertNode(struct BinaryTreeNode\* node, int value)

{

    if (node == NULL) {

        return newNodeCreate(value);

    }

    if (value < node->key) {

        node->left = insertNode(node->left, value);

    }

    else if (value > node->key) {

        node->right = insertNode(node->right, value);

    }

    return node;

}

void postOrder(struct BinaryTreeNode\* root)

{

    if (root != NULL) {

        postOrder(root->left);

        postOrder(root->right);

        printf(" %d ", root->key);

    }

}

void inOrder(struct BinaryTreeNode\* root)

{

    if (root != NULL) {

        inOrder(root->left);

        printf(" %d ", root->key);

        inOrder(root->right);

    }

}

void preOrder(struct BinaryTreeNode\* root)

{

    if (root != NULL) {

        printf(" %d ", root->key);

        preOrder(root->left);

        preOrder(root->right);

    }

}

struct BinaryTreeNode\* findMin(struct BinaryTreeNode\* root)

{

    if (root == NULL) {

        return NULL;

    }

    else if (root->left != NULL) {

        return findMin(root->left);

    }

    return root;

}

struct BinaryTreeNode\* delete (struct BinaryTreeNode\* root,

                               int x)

{

    if (root == NULL)

        return NULL;

    if (x > root->key) {

        root->right = delete (root->right, x);

    }

    else if (x < root->key) {

        root->left = delete (root->left, x);

    }

    else {

        if (root->left == NULL && root->right == NULL) {

            free(root);

            return NULL;

        }

        else if (root->left == NULL

                 || root->right == NULL) {

            struct BinaryTreeNode\* temp;

            if (root->left == NULL) {

                temp = root->right;

            }

            else {

                temp = root->left;

            }

            free(root);

            return temp;

        }

        else {

            struct BinaryTreeNode\* temp

                = findMin(root->right);

            root->key = temp->key;

            root->right = delete (root->right, temp->key);

        }

    }

    return root;

}

int main()

{

    struct BinaryTreeNode\* root = NULL;

    root = insertNode(root, 50);

    insertNode(root, 30);

    insertNode(root, 20);

    insertNode(root, 40);

    insertNode(root, 70);

    insertNode(root, 60);

    insertNode(root, 80);

    if (searchNode(root, 60) != NULL) {

        printf("60 found");

    }

    else {

        printf("60 not found");

    }

    printf("\n");

    postOrder(root);

    printf("\n");

    preOrder(root);

    printf("\n");

    inOrder(root);

    printf("\n");

    struct BinaryTreeNode\* temp = delete (root, 70);

    printf("After Delete: \n");

    inOrder(root);

    return 0;

}

OUTPUT:
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**Write a function in C program to insert a new node with a given value into an AVL tree. Ensure that the tree remains balanced after insertion by performing rotations if necessary. Repeat the above operation to delete a node from AVL tree.**

**Algorithm:**

**Step 1 :Define node structure (data, left, right, balance\_factor).**

**Step 2 :Create recursive insert function (root, data).**

**Step 3:Perform standard BST insertion within insert.**

**Step 4 :Update balance factors on way back up in insert.**

**Step 5 :Check for imbalance (balance factor outside -1 to 1).**

**Step 6 :Select rotation type based on imbalance.**

**Step 7 :Perform rotation to restore balance.**

**Step 8 :Return updated root after rotation.**

**Step 9 :Return new root from top-level insert call.**

**Step 10 :Create wrapper function avl\_insert.**

PROGRAM:

#include<stdio.h>

#include<stdlib.h>

**struct** node

{

**int** data;

**struct** node\* left;

**struct** node\* right;

**int** ht;

};

**struct** node\* root = NULL;

**struct** node\* create(**int**);

**struct** node\* insert(**struct** node\*, **int**);

**struct** node\* **delete**(**struct** node\*, **int**);

**struct** node\* search(**struct** node\*, **int**);

**struct** node\* rotate\_left(**struct** node\*);

**struct** node\* rotate\_right(**struct** node\*);

**int** balance\_factor(**struct** node\*);

**int** height(**struct** node\*);

**void** inorder(**struct** node\*);

**void** preorder(**struct** node\*);

**void** postorder(**struct** node\*);

**int** main()

{

**int** user\_choice, data;

**char** user\_continue = 'y';

**struct** node\* result = NULL;

**while** (user\_continue == 'y' || user\_continue == 'Y')

    {

        printf("\n\n------- AVL TREE --------\n");

        printf("\n1. Insert");

        printf("\n2. Delete");

        printf("\n3. Search");

        printf("\n4. Inorder");

        printf("\n5. Preorder");

        printf("\n6. Postorder");

        printf("\n7. EXIT");

        printf("\n\nEnter Your Choice: ");

        scanf("%d", &user\_choice);

**switch**(user\_choice)

        {

**case** 1:

                printf("\nEnter data: ");

                scanf("%d", &data);

                root = insert(root, data);

**break**;

**case** 2:

                printf("\nEnter data: ");

                scanf("%d", &data);

                root = **delete**(root, data);

**break**;

**case** 3:

                printf("\nEnter data: ");

                scanf("%d", &data);

                result = search(root, data);

**if** (result == NULL)

                {

                    printf("\nNode not found!");

                }

**else**

                {

                    printf("\n Node found");

                }

**break**;

**case** 4:

                inorder(root);

**break**;

**case** 5:

                preorder(root);

**break**;

**case** 6:

                postorder(root);

**break**;

**case** 7:

                printf("\n\tProgram Terminated\n");

**return** 1;

**default**:

                printf("\n\tInvalid Choice\n");

        }

        printf("\n\nDo you want to continue? ");

        scanf(" %c", &user\_continue);

    }

**return** 0;

}

**struct** node\* create(**int** data)

{

**struct** node\* new\_node = (**struct** node\*) malloc (**sizeof**(**struct** node));

**if** (new\_node == NULL)

    {

        printf("\nMemory can't be allocated\n");

**return** NULL;

    }

    new\_node->data = data;

    new\_node->left = NULL;

    new\_node->right = NULL;

**return** new\_node;

}

**struct** node\* rotate\_left(**struct** node\* root)

{

**struct** node\* right\_child = root->right;

    root->right = right\_child->left;

    right\_child->left = root;

    root->ht = height(root);

    right\_child->ht = height(right\_child);

**return** right\_child;

}

**struct** node\* rotate\_right(**struct** node\* root)

{

**struct** node\* left\_child = root->left;

    root->left = left\_child->right;

    left\_child->right = root;

    root->ht = height(root);

    left\_child->ht = height(left\_child);

**return** left\_child;

}

**int** balance\_factor(**struct** node\* root)

{

**int** lh, rh;

**if** (root == NULL)

**return** 0;

**if** (root->left == NULL)

        lh = 0;

**else**

        lh = 1 + root->left->ht;

**if** (root->right == NULL)

        rh = 0;

**else**

        rh = 1 + root->right->ht;

**return** lh - rh;

}

**int** height(**struct** node\* root)

{

**int** lh, rh;

**if** (root == NULL)

    {

**return** 0;

    }

**if** (root->left == NULL)

        lh = 0;

**else**

        lh = 1 + root->left->ht;

**if** (root->right == NULL)

        rh = 0;

**else**

        rh = 1 + root->right->ht;

**if** (lh > rh)

**return** (lh);

**return** (rh);

}

**struct** node\* insert(**struct** node\* root, **int** data)

{

**if** (root == NULL)

    {

**struct** node\* new\_node = create(data);

**if** (new\_node == NULL)

        {

**return** NULL;

        }

        root = new\_node;

    }

**else** **if** (data > root->data)

    {

        root->right = insert(root->right, data);

**if** (balance\_factor(root) == -2)

        {

**if** (data > root->right->data)

            {

                root = rotate\_left(root);

            }

**else**

            {

                root->right = rotate\_right(root->right);

                root = rotate\_left(root);

            }

        }

    }

**else**

    {

        root->left = insert(root->left, data);

**if** (balance\_factor(root) == 2)

        {

**if** (data < root->left->data)

            {

                root = rotate\_right(root);

            }

**else**

            {

                root->left = rotate\_left(root->left);

                root = rotate\_right(root);

            }

        }

    }

    root->ht = height(root);

**return** root;

}

**struct** node \* **delete**(**struct** node \*root, **int** x)

{

**struct** node \* temp = NULL;

**if** (root == NULL)

    {

**return** NULL;

    }

**if** (x > root->data)

    {

        root->right = **delete**(root->right, x);

**if** (balance\_factor(root) == 2)

        {

**if** (balance\_factor(root->left) >= 0)

            {

                root = rotate\_right(root);

            }

**else**

            {

                root->left = rotate\_left(root->left);

                root = rotate\_right(root);

            }

        }

    }

**else** **if** (x < root->data)

    {

        root->left = **delete**(root->left, x);

**if** (balance\_factor(root) == -2)

        {

**if** (balance\_factor(root->right) <= 0)

            {

                root = rotate\_left(root);

            }

**else**

            {

                root->right = rotate\_right(root->right);

                root = rotate\_left(root);

            }

        }

    }

**else**

    {

**if** (root->right != NULL)

        {

            temp = root->right;

**while** (temp->left != NULL)

                temp = temp->left;

            root->data = temp->data;

            root->right = **delete**(root->right, temp->data);

**if** (balance\_factor(root) == 2)

            {

**if** (balance\_factor(root->left) >= 0)

                {

                    root = rotate\_right(root);

                }

**else**

                {

                    root->left = rotate\_left(root->left);

                    root = rotate\_right(root);

                }

            }

        }

**else**

        {

**return** (root->left);

        }

    }

    root->ht = height(root);

**return** (root);

}

**struct** node\* search(**struct** node\* root, **int** key)

{

**if** (root == NULL)

    {

**return** NULL;

    }

**if**(root->data == key)

    {

**return** root;

    }

**if**(key > root->data)

    {

        search(root->right, key);

    }

**else**

    {

        search(root->left, key);

    }

}

**void** inorder(**struct** node\* root)

{

**if** (root == NULL)

    {

**return**;

    }

    inorder(root->left);

    printf("%d ", root->data);

    inorder(root->right);

}

/ **void** preorder(**struct** node\* root)

{

**if** (root == NULL)

    {

**return**;

    }

    printf("%d ", root->data);

    preorder(root->left);

    preorder(root->right);

}

**void** postorder(**struct** node\* root)

{

**if** (root == NULL)

    {

**return**;

    }

    postorder(root->left);

    postorder(root->right);

    printf("%d ", root->data);

}

Output:
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**Write a C program to create a graph and perform a Breadth First Search and Depth First Search.**

**Algorithm:**

**DFS:**

Step 1: Choose any node in the graph. Designate it as the search node and mark it as visited.

Step 2: Using the adjacency matrix of the graph, find a node adjacent to the search node that has not been visited yet. Designate this as the new search node and mark it as visited.

Step 3: Repeat step 2 using the new search node. If no nodes satisfying (2) can be found, return to the previous search node and continue from there.

Step 4: When a return to the previous search node in (3) is impossible, the search from the originally chosen search node is complete.

Step 5: If the graph still contains unvisited nodes, choose any node that has not been visited and repeat step (1) through (4).

BFS:

Step 1: Choose any node in the graph, designate it as the search node and mark it as visited.

Step 2: Using the adjacency matrix of the graph, find all the unvisited adjacent nodes to the search node and enqueue them into the queue Q.

Step 3: Then the node is dequeued from the queue. Mark that node as visited and designate it as the new search node.

Step 4: Repeat step 2 and 3 using the new search node.

Step 5: This process continues until the queue Q which keeps track of the adjacent nodes is empty.

PROGRAM:

**DFS Program**

#include <stdio.h>

#include <stdlib.h>

int vis[100];

struct Graph {

    int V;

    int E;

    int\*\* Adj;

};

struct Graph\* adjMatrix()

{

    struct Graph\* G = (struct Graph\*)

        malloc(sizeof(struct Graph));

    if (!G) {

        printf("Memory Error\n");

        return NULL;

    }

    G->V = 7;

    G->E = 7;

    G->Adj = (int\*\*)malloc((G->V) \* sizeof(int\*));

    for (int k = 0; k < G->V; k++) {

        G->Adj[k] = (int\*)malloc((G->V) \* sizeof(int));

    }

    for (int u = 0; u < G->V; u++) {

        for (int v = 0; v < G->V; v++) {

            G->Adj[u][v] = 0;

        }

    }

    G->Adj[0][1] = G->Adj[1][0] = 1;

    G->Adj[0][2] = G->Adj[2][0] = 1;

    G->Adj[1][3] = G->Adj[3][1] = 1;

    G->Adj[1][4] = G->Adj[4][1] = 1;

    G->Adj[1][5] = G->Adj[5][1] = 1;

    G->Adj[1][6] = G->Adj[6][1] = 1;

    G->Adj[6][2] = G->Adj[2][6] = 1;

    return G;

}

void DFS(struct Graph\* G, int u)

{

    vis[u] = 1;

    printf("%d ", u);

    for (int v = 0; v < G->V; v++) {

        if (!vis[v] && G->Adj[u][v]) {

            DFS(G, v);

        }

    }

}

void DFStraversal(struct Graph\* G)

{

    for (int i = 0; i < 100; i++) {

        vis[i] = 0;

    }

    for (int i = 0; i < G->V; i++) {

        if (!vis[i]) {

            DFS(G, i);

        }

    }

}

void main()

{

    struct Graph\* G;

    G = adjMatrix();

    DFStraversal(G);

}

**BFS PROGRAM**

#include <stdio.h>

#include <stdlib.h>

struct node {

    int vertex;

    struct node\* next;

};

struct adj\_list {

    struct node\* head;

};

struct graph {

    int num\_vertices;

    struct adj\_list\* adj\_lists;

    int\* visited;

};

struct node\* new\_node(int vertex) {

    struct node\* new\_node = (struct node\*)malloc(sizeof(struct node));

new\_node->vertex = vertex;

new\_node->next = NULL;

    return new\_node;

}

struct graph\* create\_graph(int n) {

    struct graph\* graph = (struct graph\*)malloc(sizeof(struct graph));

    graph->num\_vertices = n;

    graph->adj\_lists = (struct adj\_list\*)malloc(n \* sizeof(struct adj\_list));

    graph->visited = (int\*)malloc(n \* sizeof(int));

    int i;

    for (i = 0; i< n; i++) {

        graph->adj\_lists[i].head = NULL;

        graph->visited[i] = 0;

    }

    return graph;

}

void add\_edge(struct graph\* graph, int src, int dest) {

    struct node\* new\_node1 = new\_node(dest);

    new\_node1->next = graph->adj\_lists[src].head;

    graph->adj\_lists[src].head = new\_node1;

    struct node\* new\_node2 = new\_node(src);

    new\_node2->next = graph->adj\_lists[dest].head;

    graph->adj\_lists[dest].head = new\_node2;

}

void bfs(struct graph\* graph, int v) {

    int queue[1000];

    int front = -1;

    int rear = -1;

    graph->visited[v] = 1;

    queue[++rear] = v;

    while (front != rear) {

        int current\_vertex = queue[++front];

printf("%d ", current\_vertex);

        struct node\* temp = graph->adj\_lists[current\_vertex].head;

        while (temp != NULL) {

            int adj\_vertex = temp->vertex;

            if (graph->visited[adj\_vertex] == 0) {

                graph->visited[adj\_vertex] = 1;

                queue[++rear] = adj\_vertex;

            }

            temp = temp->next;

        }

    }

}

int main() {

    struct graph\* graph = create\_graph(6);

add\_edge(graph, 0, 1);

add\_edge(graph, 0, 2);

add\_edge(graph, 1, 3);

add\_edge(graph, 1, 4);

add\_edge(graph, 2, 4);

add\_edge(graph, 3, 4);

add\_edge(graph, 3, 5);

add\_edge(graph, 4,5);

printf("BFS traversal starting from vertex 0: ");

bfs(graph, 0);

    return 0;

}

OUTPUT:
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|  |  |  |
| --- | --- | --- |
| Ex. No.:12 | **Topological Sorting** | Date:15/05/2024 |

**Write a C program to create a graph and display the ordering of vertices.**

**Algorithm:**

Step 1: Find the indegree for every vertex.

Step 2: Place the vertices whose indegree is 0 on the empty queue.

Step 3: Dequeue the vertex v and decrement the indegree of all its adjacent vertices.

Step 4: Enqueue the vertex on the queue if its indegree falls to zero.

Step 5: Repeat from step 3 until the queue becomes empty.

Step 6: The topological ordering is the order in which the vertices dequeue`

PROGRAM:

#include<stdio.h>

#include<stdlib.h>

int s[100], j, res[100];

void AdjacencyMatrix(int a[][100], int n) {

    int i, j;

    for (i = 0; i < n; i++) {

        for (j = 0; j <= n; j++) {

            a[i][j] = 0;

        }

    }

    for (i = 1; i < n; i++) {

        for (j = 0; j < i; j++) {

            a[i][j] = rand() % 2;

            a[j][i] = 0;

        }

    }

}

void dfs(int u, int n, int a[][100]) {

    int v;

    s[u] = 1;

    for (v = 0; v < n - 1; v++) {

        if (a[u][v] == 1 && s[v] == 0) {

            dfs(v, n, a);

        }

    }

    j += 1;

    res[j] = u;

}

void topological\_order(int n, int a[][100]) {

    int i, u;

    for (i = 0; i < n; i++) {

        s[i] = 0;

    }

    j = 0;

    for (u = 0; u < n; u++) {

        if (s[u] == 0) {

            dfs(u, n, a);

        }

    }

    return;

}

int main() {

    int a[100][100], n, i, j;

    printf("Enter number of vertices\n");

    scanf("%d", &n);

    AdjacencyMatrix(a, n); /\*GENERATE ADJACENCY MATRIX \*/

 printf("\t\tAdjacency Matrix of the graph\n");

    for (i = 0; i < n; i++) {

        for (j = 0; j < n; j++) {

            printf("\t%d", a[i][j]);

        }

        printf("\n");

    }

    printf("\nTopological order:\n");

    topological\_order(n, a);

    for (i = n; i >= 1; i--) {

        printf("-->%d", res[i]);

    }

    return 0;

}

OUTPUT:
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|  |  |  |
| --- | --- | --- |
| Ex. No.:13 | **Graph Traversal** | Date:22/05/2024 |

**Write a C program to create a graph and perform a Breadth First Search and Depth First Search.**

**Algorithm:**

**Step 1:** Determine an arbitrary vertex as the starting vertex of the MST.  
**Step 2:** Follow steps 3 to 5 till there are vertices that are not included in the MST (known as fringe vertex).  
**Step 3:** Find edges connecting any tree vertex with the fringe vertices.  
**Step 4:** Find the minimum among these edges.  
**Step 5:** Add the chosen edge to the MST if it does not form any cycle.  
**Step 6:** Return the MST and exit

PROGRAM:

#include <stdio.h>

#include <limits.h>

#define MAX\_VERTICES 100

int minKey(int key[], int mstSet[], int vertices) {

    int min = INT\_MAX, minIndex;

    for (int v = 0; v < vertices; v++) {

        if (!mstSet[v] && key[v] < min) {

            min = key[v];

            minIndex = v;

        }

    }

    return minIndex;

}

void printMST(int parent[], int graph[MAX\_VERTICES][MAX\_VERTICES], int vertices) {

    printf("Edge \tWeight\n");

    for (int i = 1; i < vertices; i++) {

        printf("%d - %d \t%d\n", parent[i], i, graph[i][parent[i]]);

    }

}

void primMST(int graph[MAX\_VERTICES][MAX\_VERTICES], int vertices) {

    int parent[MAX\_VERTICES];

    int key[MAX\_VERTICES];

    int mstSet[MAX\_VERTICES]; in MST

    for (int i = 0; i < vertices; i++) {

        key[i] = INT\_MAX;

        mstSet[i] = 0;

    }

    key[0] = 0;

    parent[0] = -1;

    for (int count = 0; count < vertices - 1; count++) {

        int u = minKey(key, mstSet, vertices);

        mstSet[u] = 1;

        for (int v = 0; v < vertices; v++) {

            if (graph[u][v] && !mstSet[v] && graph[u][v] < key[v]) {

                parent[v] = u;

                key[v] = graph[u][v];

            }

        }

    }

    printMST(parent, graph, vertices);

}

int main() {

    int vertices;

    printf("Input the number of vertices: ");

    scanf("%d", &vertices);

    if (vertices <= 0 || vertices > MAX\_VERTICES) {

        printf("Invalid number of vertices. Exiting...\n");

        return 1;

    }

    int graph[MAX\_VERTICES][MAX\_VERTICES];

    printf("Input the adjacency matrix for the graph:\n");

    for (int i = 0; i < vertices; i++) {

        for (int j = 0; j < vertices; j++) {

            scanf("%d", &graph[i][j]);

        }

    }

    primMST(graph, vertices);

    return 0;

}

OUTPUT:

|  |  |  |
| --- | --- | --- |
| Ex. No.: | **Graph Traversal** | Date: |

**Write a C program to create a graph and find a minimum spanning tree using prims algorithm.**

**Algorithm:**

**Step 1:** Determine an arbitrary vertex as the starting vertex of the MST.  
**Step 2:** Follow steps 3 to 5 till there are vertices that are not included in the MST (known as fringe vertex).  
**Step 3:** Find edges connecting any tree vertex with the fringe vertices.  
**Step 4:** Find the minimum among these edges.  
**Step 5:** Add the chosen edge to the MST if it does not form any cycle.  
**Step 6:** Return the MST and exit

PROGRAM:

#include <stdio.h>

#include <limits.h>

#define MAX\_VERTICES 100

int minKey(int key[], int mstSet[], int vertices) {

    int min = INT\_MAX, minIndex;

    for (int v = 0; v < vertices; v++) {

        if (!mstSet[v] && key[v] < min) {

            min = key[v];

            minIndex = v;

        }

    }

    return minIndex;

}

void printMST(int parent[], int graph[MAX\_VERTICES][MAX\_VERTICES], int vertices) {

    printf("Edge \tWeight\n");

    for (int i = 1; i < vertices; i++) {

        printf("%d - %d \t%d\n", parent[i], i, graph[i][parent[i]]);

    }

}

void primMST(int graph[MAX\_VERTICES][MAX\_VERTICES], int vertices) {

    int parent[MAX\_VERTICES];

    int key[MAX\_VERTICES];

    int mstSet[MAX\_VERTICES]; in MST

    for (int i = 0; i < vertices; i++) {

        key[i] = INT\_MAX;

        mstSet[i] = 0;

    }

    key[0] = 0;

    parent[0] = -1;

    for (int count = 0; count < vertices - 1; count++) {

        int u = minKey(key, mstSet, vertices);

        mstSet[u] = 1;

        for (int v = 0; v < vertices; v++) {

            if (graph[u][v] && !mstSet[v] && graph[u][v] < key[v]) {

                parent[v] = u;

                key[v] = graph[u][v];

            }

        }

    }

    printMST(parent, graph, vertices);

}

int main() {

    int vertices;

    printf("Input the number of vertices: ");

    scanf("%d", &vertices);

    if (vertices <= 0 || vertices > MAX\_VERTICES) {

        printf("Invalid number of vertices. Exiting...\n");

        return 1;

    }

    int graph[MAX\_VERTICES][MAX\_VERTICES];

    printf("Input the adjacency matrix for the graph:\n");

    for (int i = 0; i < vertices; i++) {

        for (int j = 0; j < vertices; j++) {

            scanf("%d", &graph[i][j]);

        }

    }

    primMST(graph, vertices);

    return 0;

}

OUTPUT:

![](data:image/png;base64,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)

|  |  |  |
| --- | --- | --- |
| Ex. No.:14 | **Graph Traversal** | Date:22/05/2024 |

**Write a C program to create a graph and find the shortest path using Dijikstra’s Algorithm.**

**Algorithm:**

STEP1:Mark the source node with a current distance of 0 and the rest with infinity.

STEP 2:Set the non-visited node with the smallest current distance as the current node.

STEP 3:For each neighbor, N of the current node adds the current distance of the adjacent node with the weight of the edge connecting 0->1. If it is smaller than the current distance of Node, set it as the new current distance of N.

STEP 4:Mark the current node 1 as visited.

STEP 5:Go to step 2 if there are any nodes are unvisited.

PROGRAM:

#include <stdio.h>

#include <limits.h>

#define MAX\_VERTICES 100

int minDistance(int dist[], int sptSet[], int vertices) {

    int min = INT\_MAX, minIndex;

    for (int v = 0; v < vertices; v++) {

        if (!sptSet[v] && dist[v] < min) {

            min = dist[v];

            minIndex = v;

        }

    }

    return minIndex;

}

void printSolution(int dist[], int vertices) {

    printf("Vertex \tDistance from Source\n");

    for (int i = 0; i < vertices; i++) {

        printf("%d \t%d\n", i, dist[i]);

    }

}

void dijkstra(int graph[MAX\_VERTICES][MAX\_VERTICES], int src, int vertices) {

    int dist[MAX\_VERTICES];

    int sptSet[MAX\_VERTICES

    for (int i = 0; i < vertices; i++) {

        dist[i] = INT\_MAX;

        sptSet[i] = 0;

    }

    dist[src] = 0;

    for (int count = 0; count < vertices - 1; count++) {

        int u = minDistance(dist, sptSet, vertices);

        sptSet[u] = 1;

        for (int v = 0; v < vertices; v++) {

            if (!sptSet[v] && graph[u][v] && dist[u] != INT\_MAX && dist[u] + graph[u][v] < dist[v]) {

                dist[v] = dist[u] + graph[u][v];

            }

        }

    }

    printSolution(dist, vertices);

}

int main() {

    int vertices;

    printf("Input the number of vertices: ");

    scanf("%d", &vertices);

    if (vertices <= 0 || vertices > MAX\_VERTICES) {

        printf("Invalid number of vertices. Exiting...\n");

        return 1;

    }

    int graph[MAX\_VERTICES][MAX\_VERTICES];

    printf("Input the adjacency matrix for the graph (use INT\_MAX for infinity):\n");

    for (int i = 0; i < vertices; i++) {

        for (int j = 0; j < vertices; j++) {

            scanf("%d", &graph[i][j]);

        }

    }

    int source;

printf("Input the source vertex: ");

    scanf("%d", &source);

    if (source < 0 || source >= vertices) {

        printf("Invalid source vertex. Exiting...\n");

        return 1;

    }

    dijkstra(graph, source, vertices);

    return 0;

}

OUTPUT:
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**Write a C program to take n numbers and sort the numbers in ascending order. Try to implement the same using following sorting techniques.**

1. **Quick Sort**
2. **Merge Sort**

**Algorithm:**

**QUICK SORT:**

Step 1 : Start.

Step 2 : If LEFT < RIGHT then Goto

Step 3 else Goto Step 23. Step 3 : Set PIVOT = LEFT.

Step 4 : Set I = LEFT + 1.

Step 5 : Set J = RIGHT.

Step 6 : Repeat While I < J.

Step 7 : Repeat While A[I] < A[PIVOT].

Step 8 : Increment I by 1.

Step 9 : [End of Step 7 While loop].

Step 10 : Repeat While A[J] > A[PIVOT].

Step 11 : Decrement J by 1.

Step 12 : [End of Step 10 While loop].

Step 13 : If I < J then Goto Step 14 else Goto Step 17.

Step 14 : Set TEMP = A[I].

Step 15 : Set A[I] = A[J].

Step 16 : Set A[J] = TEMP.

Step 17 : [End of Step 6 While loop].

Step 18 : Set TEMP = A[PIVOT].

Step 19 : Set A[PIVOT] = A[J].

Step 20 : Set A[J] = TEMP.

Step 21 : QUICKSORT(LEFT, J – 1),

Step 22 : QUICKSORT(J + 1, RIGHT).

Step 23 : Stop.

**MERGE SORT:**

Step 1 : Start.

Step 2 : Set N1 = CENTER - LEFT + 1.

Step 3 : Set N2 = RIGHT - CENTER.

Step 4 : Repeat For I = 0 to N1 - 1.

Step 5 : Set A[I] = ARR[LEFT + I].

Step 6 : Increment I by 1.

Step 7 : [End of Step 4 For loop].

Step 8 : Repeat For J = 0 to N2 - 1.

Step 9 : Set B[J] = ARR[CENTER + 1 + J].

Step 10 : Increment J by 1.

Step 11 : [End of Step 8 For loop].

Step 12 : Repeat While APTR < N1 AND BPTR < N2.

Step 13 : If A[APTR]<= B[BPTR] then Goto Step 14 else Goto Step 18.

Step 14 : Set ARR[CPTR] = A[APTR].

Step 15 : Increment APTR by 1 and Goto Step 19.

Step 16 : Set ARR[CPTR] = B[BPTR].

Step 17 : Increment BPTR by 1.

Step 18 : Increment CPTR by 1.

Step 19 : [End of Step 12 While loop].

Step 20 : Repeat While APTR < N1.

Step 21 : Set ARR[CPTR] = A[APTR].

Step 22 : Increment APTR by 1.

Step 23 : Increment CPTR by 1.

Step 24 : [End of Step 20 While loop].

Step 25 : Repeat While BPTR < N2.

Step 26 : Set ARR[CPTR] = B[BPTR].

Step 27 : Increment BPTR by 1.

Step 28 : Increment CPTR by 1.

Step 29 : [End of Step 25 While loop].

Step 30 : Stop.

**PROGRAM:**

**QUICK SORT:**

#include <stdio.h>

void swap(int\* a, int\* b)

{

int temp = \*a;

\*a = \*b;

\*b = temp;

}

int partition(int arr[], int low, int high)

{

int pivot = arr[low];

int i = low;

int j = high;

while (i < j) {

)

while (arr[i] <= pivot && i <= high - 1) {

i++;

}

while (arr[j] > pivot && j >= low + 1) {

j--;

}

if (i < j) {

swap(&arr[i], &arr[j]);

}

}

swap(&arr[low], &arr[j]);

return j;

}

void quickSort(int arr[], int low, int high)

{

if (low < high) {

int partitionIndex = partition(arr, low, high);

quickSort(arr, low, partitionIndex - 1);

quickSort(arr, partitionIndex + 1, high);

}

}

int main()

{

int arr[] = { 19, 17, 15, 12, 16, 18, 4, 11, 13 };

int n = sizeof(arr) / sizeof(arr[0]);

printf("Original array: ");

for (int i = 0; i < n; i++) {

printf("%d ", arr[i]);

}

quickSort(arr, 0, n - 1);

printf("\nSorted array: ");

for (int i = 0; i < n; i++) {

printf("%d ", arr[i]);

}

return 0;

}

**MERGE SORT:**

#include <stdio.h>

#include <stdlib.h>

void merge(int arr[], int l, int m, int r)

{

int i, j, k;

int n1 = m - l + 1;

int n2 = r - m;

int L[n1], R[n2];

for (i = 0; i < n1; i++)

L[i] = arr[l + i];

for (j = 0; j < n2; j++)

R[j] = arr[m + 1 + j];

i = 0;

j = 0;

k = l;

while (i < n1 && j < n2) {

if (L[i] <= R[j]) {

arr[k] = L[i];

i++;

}

else {

arr[k] = R[j];

j++;

}

k++;

}

while (i < n1) {

arr[k] = L[i];

i++;

k++;

}

while (j < n2) {

arr[k] = R[j];

j++;

k++;

}

}

void mergeSort(int arr[], int l, int r)

{

if (l < r) {

int m = l + (r - l) / 2;

mergeSort(arr, l, m);

mergeSort(arr, m + 1, r);

merge(arr, l, m, r);

}

}

void printArray(int A[], int size)

{

int i;

for (i = 0; i < size; i++)

printf("%d ", A[i]);

printf("\n");

}

int main()

{

int arr[] = { 12, 11, 13, 5, 6, 7 };

int arr\_size = sizeof(arr) / sizeof(arr[0]);

printf("Given array is \n");

printArray(arr, arr\_size);

mergeSort(arr, 0, arr\_size - 1);

printf("\nSorted array is \n");

printArray(arr, arr\_size);

return 0;

}

OUTPUT:
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**Write a C program to create a hash table and perform collision resolution using the following techniques.**

1. **Open addressing**
2. **Closed Addressing**
3. **Rehashing**

**Algorithm:**

**Step 1:**We know that hash functions (which is some mathematical formula) are used to calculate the hash value which acts as the index of the data structure where the value will be stored.

**Step 2:**So, let’s assign

“a” = 1,

“b”=2, .. etc, to all alphabetical characters.

**Step 3:**Therefore, the numerical value by summation of all characters of the string:

“ab” = 1 + 2 = 3,

“cd” = 3 + 4 = 7 ,

“efg” = 5 + 6 + 7 = 18

**Step 4:**Now, assume that we have a table of size 7 to store these strings. The hash function that is used here is the sum of the characters in **key mod Table size**. We can compute the location of the string in the array by taking the **sum(string) mod 7**.

**Step 5:**So we will then store

“ab” in 3 mod 7 = 3,

“cd” in 7 mod 7 = 0, and

“efg” in 18 mod 7 = 4.

**PROGRAM:**

**OPEN ADDRESSING:**

#include <stdio.h>

#define max 10

int a[11] = { 10, 14, 19, 26, 27, 31, 33, 35, 42, 44, 0 };

int b[10];

void merging(int low, int mid, int high) {

   int l1, l2, i;

   for(l1 = low, l2 = mid + 1, i = low; l1 <= mid && l2 <= high; i++) {

      if(a[l1] <= a[l2])

         b[i] = a[l1++];

      else

         b[i] = a[l2++];

 }

   while(l1 <= mid)

      b[i++] = a[l1++];

   while(l2 <= high)

      b[i++] = a[l2++];

   for(i = low; i <= high; i++)

      a[i] = b[i];

}

void sort(int low, int high) {

   int mid;

   if(low < high) {

      mid = (low + high) / 2;

      sort(low, mid);

      sort(mid+1, high);

      merging(low, mid, high);

   } else {

      return;

   }

}

int main() {

   int i;

   printf("List before sorting\n");

   for(i = 0; i <= max; i++)

      printf("%d ", a[i]);

   sort(0, max);

   printf("\nList after sorting\n");

   for(i = 0; i <= max; i++)

      printf("%d ", a[i]);

}

CLOSE ADDRESSING:

#include <stdio.h>

#include <stdlib.h>

#include <string.h>

typedef struct Node {

    int key;

    int value;

    struct Node\* next;

} Node;

typedef struct HashTable {

    int size;

    Node\*\* table;

} HashTable;

Node\* createNode(int key, int value) {

    Node\* newNode = (Node\*)malloc(sizeof(Node));

    newNode->key = key;

    newNode->value = value;

    newNode->next = NULL;

    return newNode;

}

HashTable\* createTable(int size) {

    HashTable\* newTable = (HashTable\*)malloc(sizeof(HashTable));

    newTable->size = size;

    newTable->table = (Node\*\*)malloc(sizeof(Node\*) \* size);

    for (int i = 0; i < size; i++) {

        newTable->table[i] = NULL;

    }

    return newTable;

}

int hashFunction(int key, int size) {

    return key % size;

}

void insert(HashTable\* hashTable, int key, int value) {

    int hashIndex = hashFunction(key, hashTable->size);

    Node\* newNode = createNode(key, value);

    newNode->next = hashTable->table[hashIndex];

    hashTable->table[hashIndex] = newNode;

}

int search(HashTable\* hashTable, int key) {

    int hashIndex = hashFunction(key, hashTable->size);

    Node\* current = hashTable->table[hashIndex];

    while (current != NULL) {

        if (current->key == key) {

            return current->value;

        }

        current = current->next;

    }

    return -1

}

void delete(HashTable\* hashTable, int key) {

    int hashIndex = hashFunction(key, hashTable->size);

    Node\* current = hashTable->table[hashIndex];

    Node\* prev = NULL;

    while (current != NULL && current->key != key) {

        prev = current;

        current = current->next;

    }

    if (current == NULL) {

        // Key not found

        return;

    }

    if (prev == NULL) {

        // Node to delete is the first node in the list

        hashTable->table[hashIndex] = current->next;

    } else {

        prev->next = current->next;

    }

    free(current);

}

void freeTable(HashTable\* hashTable) {

    for (int i = 0; i < hashTable->size; i++) {

        Node\* current = hashTable->table[i];

        while (current != NULL) {

            Node\* temp = current;

            current = current->next;

            free(temp);

        }

    }

    free(hashTable->table);

    free(hashTable);

}

int main() {

    HashTable\* hashTable = createTable(10);

    insert(hashTable, 1, 10);

    insert(hashTable, 2, 20);

    insert(hashTable, 12, 30);

    printf("Value for key 1: %d\n", search(hashTable, 1));

    printf("Value for key 2: %d\n", search(hashTable, 2));

    printf("Value for key 12: %d\n", search(hashTable, 12));

    printf("Value for key 3: %d\n", search(hashTable, 3)); // Key not present

    delete(hashTable, 2);

    printf("Value for key 2 after deletion: %d\n", search(hashTable, 2));

    freeTable(hashTable);

    return 0;

}

REHASHING:

#include <stdio.h>

#include <stdlib.h>

typedef struct Node {

    int key;

    int value;

    struct Node\* next;

} Node;

typedef struct HashTable {

    int size;

    int count

    Node\*\* table;

} HashTable;

Node\* createNode(int key, int value) {

    Node\* newNode = (Node\*)malloc(sizeof(Node));

    newNode->key = key;

    newNode->value = value;

    newNode->next = NULL;

    return newNode;

}

HashTable\* createTable(int size) {

    HashTable\* newTable = (HashTable\*)malloc(sizeof(HashTable));

    newTable->size = size;

    newTable->count = 0;

    newTable->table = (Node\*\*)malloc(sizeof(Node\*) \* size);

    for (int i = 0; i < size; i++) {

        newTable->table[i] = NULL;

    }

    return newTable;

}

int hashFunction(int key, int size) {

    return key % size;

}

void insert(HashTable\* hashTable, int key, int value);

void rehash(HashTable\* hashTable) {

    int oldSize = hashTable->size;

    Node\*\* oldTable = hashTable->table;

    int newSize = oldSize \* 2;

    hashTable->table = (Node\*\*)malloc(sizeof(Node\*) \* newSize);

    hashTable->size = newSize;

    hashTable->count = 0;

    for (int i = 0; i < newSize; i++) {

        hashTable->table[i] = NULL;

    }

    for (int i = 0; i < oldSize; i++) {

        Node\* current = oldTable[i];

        while (current != NULL) {

            insert(hashTable, current->key, current->value);

            Node\* temp = current;

            current = current->next;

            free(temp);

        }

    }

    free(oldTable);

}

void insert(HashTable\* hashTable, int key, int value) {

    if ((float)hashTable->count / hashTable->size >= 0.75) {

        rehash(hashTable);

    }

    int hashIndex = hashFunction(key, hashTable->size);

    Node\* newNode = createNode(key, value);

    newNode->next = hashTable->table[hashIndex];

    hashTable->table[hashIndex] = newNode;

    hashTable->count++;

}

int search(HashTable\* hashTable, int key) {

    int hashIndex = hashFunction(key, hashTable->size);

    Node\* current = hashTable->table[hashIndex];

    while (current != NULL) {

        if (current->key == key) {

            return current->value;

        }

        current = current->next;

    }

    return -1;

}

void delete(HashTable\* hashTable, int key) {

    int hashIndex = hashFunction(key, hashTable->size);

    Node\* current = hashTable->table[hashIndex];

    Node\* prev = NULL;

    while (current != NULL && current->key != key) {

        prev = current;

        current = current->next;

    }

    if (current == NULL) {

        return;

    }

    if (prev == NULL) {

        hashTable->table[hashIndex] = current->next;

    } else {

        prev->next = current->next;

    }

    free(current);

    hashTable->count--;

}

void freeTable(HashTable\* hashTable) {

    for (int i = 0; i < hashTable->size; i++) {

        Node\* current = hashTable->table[i];

        while (current != NULL) {

            Node\* temp = current;

            current = current->next;

            free(temp);

        }

    }

    free(hashTable->table);

    free(hashTable);

}

int main() {

    HashTable\* hashTable = createTable(5);

    insert(hashTable, 1, 10);

    insert(hashTable, 2, 20);

    insert(hashTable, 3, 30);

    insert(hashTable, 4, 40);

    insert(hashTable, 5, 50);

    insert(hashTable, 6, 60);

   printf("Value for key 1: %d\n", search(hashTable, 1));

    printf("Value for key 2: %d\n", search(hashTable, 2));

    printf("Value for key 3: %d\n", search(hashTable, 3));

    printf("Value for key 4: %d\n", search(hashTable, 4));

    printf("Value for key 5: %d\n", search(hashTable, 5));

    printf("Value for key 6: %d\n", search(hashTable, 6));

    delete(hashTable, 3);

    printf("Value for key 3 after deletion: %d\n", search(hashTable, 3));

    freeTable(hashTable);

    return 0;

}

OUTPUT:
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